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Abstract

This project concerns the design and implementation of a control system for an Elevation over Azi-
muth Tracking Pedestal as well as the creation of an Application Program Interface (API). The API
provides a number of methods to control the movement and position of the pedestal on both its ele-
vation and azimuth axes. The control algorithm used was created using the statistical analysis of key
factors affecting the accurate positioning of the pedestal on its axes. The system was made to run
in an Open Source environment (Ubuntu 8.04.1 LTS - Hardy Heron) with a Linux kernel version of
2.6.24-21. The accuracy of the azimuth axis positioning was calculated to be within 0.2915◦ with a
standard deviation of 0.0544◦ and the accuracy of the elevation axis positioning was calculated to be
within 0.0193◦ with a standard deviation of 0.0308◦.
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Chapter 1

Introduction

1.1 Background to Investigation

Many applications such as those in astronomy, radar and various military applications [6] require
accurate tracking and positioning of objects in the sky. The use of an Elevation over Azimuth
Tracking Pedestal is one method that accomplishes this. Elevation over Azimuth Tracking Pedestals
have two axes of movement: azimuth (horizontal) and elevation (vertical). Its name stems from the
fact that the elevation axis is situated above the azimuth axis. The Tracking Pedestal can rotate a full
360◦ on the azimuth axis but is usually limited to a 90◦ range on the elevation axis. This design has
been in common use for decades, however it does have a major functional limitation. If the target
being tracked passes directly over the pedestal, a 180◦ movement is required on the azimuth axis
to continue tracking [7]. This means that the pedestal has to reacquire the target once the rotation
is complete. Figure 1.1 shows the axes of movement of a typical Elevation over Azimuth Tracking
Pedestal. The φ and θ symbols denote the angles of rotation from the 0◦ position for the elevation
and azimuth axes respectively.

Figure 1.1: Axes of movement of a typical Elevation over Azimuth Tracking Pedestal

2



1. INTRODUCTION

The Radar Remote Sensing Group at UCT has three Elevation over Azimuth Tracking Pedestals
which were previously used on Navy ships to mount Electronic Warfare (EW) Radar Jammers. One
of these pedestals was used for this project. Each axis of the pedestal used has a 28V DC motor to
control the position of the antenna. Synchro Control Transformers are also present on each axis to
calculate the angular position of the antenna. There is a single limit switch which is activated when
the elevation axis moves out of bounds (i.e less than 0◦ or greater than 60◦ ). The pedestal used for
this project has a limited range of 60◦ on the elevation axis and if it was driven out of this range, it
could be damaged.

Figure 1.2: Elevation over Azimuth Tracking Pedestal

Previous students from UCT have used the pedestals for various projects, but have suffered inaccu-
racies in the movements of the axes or had trouble interfacing with the hardware. The author worked
at the university for 6 weeks as per the requirements for the EEE3000X course (3rd year vacation
work). The objective of this work was to correct problems had by Gregor George in his 2007 thesis
(“A Control and Measurement System for an Elevation over Azimuth Antenna Pedestal” [8]), the
most significant being the interfacing with the synchros. On completion of the work Prof. Inggs
proposed this thesis as the knowledge gained would be invaluable in completing this project.

1.2 User Specification

The requirements of this project can be divided into the high-level user requirements and the more
technical functional requirements. The user requirements specify the overall product to be produced,
while the functional requirements give specifications relating to the way in which the system must
function.

3



1. INTRODUCTION

1.2.1 User Requirements

The requirements for this project are to produce hardware and an Application Program Interface
(API) containing a collection of methods to allow effective control of the pedestal from a PC as
well as allowing access to important data such as the current angular position. The movement of the
pedestal must be as accurate as possible while still giving the best possible response. The API must
be made for use in an open source environment.

1.2.2 Functional Requirements

The functional requirements of the system were split into the following 2 sections:

Control Circuitry

The control circuitry built for the pedestal must be able to:

1. Receive a digital input from the computer.

2. Use this data to control the speed and direction of the 28V motors.

3. Limit the movement of the pedestal on the elevation axis when the limit switch is activated.

4. Allow the elevation axis to move in the other direction out of the limited position.

5. Operate off a single 28V supply.

Application Program Interface

The API programmed for the pedestal must contain:

1. A public initialisation method to set up the 76CS1 Card and the data port used to connect to
the control hardware.

2. Private methods to retrieve position and speed information from the synchros for each axis.

3. Private methods to control the movement of the pedestal by outputting the relevant data to
control hardware.

4. Public methods to read information about the position and speed of the pedestal on each of its
axes.

5. A public method to move the pedestal to a specific position with the best possible accuracy
and the fastest response.

4



1. INTRODUCTION

6. A public method to make the pedestal scan a specific angle range stopping at predefined inter-
vals.

7. A public method to abort the current movement of the pedestal and stop its movement.

1.3 Project Scope

Figure 1.3 shows the proposed system. Due to time constraints, only the control system and the API
were chosen for this project. The modules of the system which fall outside of this project scope are
shown in red while those included in the project are shown in green.

This project does not include the modelling of the transfer function for the pedestal and thus does
not use control methods to design a controller algorithm. An ad-hoc approach was used that relied
on a robust software controller coupled with statistical data obtained from experimentation to give a
very accurate and fast response.
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Figure 1.3: Proposed system showing scope of project

1.4 Requirements Analysis

From the user and functional requirements, the following observations can be made:

• Both the Parallel Port and the Universal Serial Bus (USB) are available to interface the com-
puter with the control hardware.
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• A Digital to Analogue Converter (DAC) must be built to change the digital signal from the
computer port to an analogue voltage.

• The control circuitry must use this voltage to control the speed of the motor.

• Speed can be controlled by using Pulse Width Modulation (PWM) or variable voltage.

• The input to the control hardware must also be able to change the direction of each motor.

• The direction of each motor can be changed by using an H-Bridge.

• A suitable logic circuit must be implemented to allow the single Limit Switch to be used in
both directions on the elevation axis.

• The synchros must be interfaced with the computer through the 76CS1 card.

• A suitable Linux distribution must be chosen in which to implement the API.

• Suitable drivers must be found to install the 76CS1 Card in Linux.

• Experiments must be conducted to determine the accuracy of the control system as well as the
uncertainty in the measurements.

1.5 Dissertation Overview

CHAPTER 2 gives an overview of certain hardware on the pedestal, the 76CS1 PCI Synchro to
Digital Card and the structure of the junction box used to connect the synchros to the 76CS1. Some
problems involving the use of the synchros on the pedestal are shown and solutions proposed.

CHAPTER 3 contains the design and unit testing of the hardware for the control system. Two
almost identical circuits were designed for the elevation and azimuth axes respectively. They both
receive inputs from the Parallel Port and interpret these using a Digital to Analog Converter (DAC),
this DAC output then sets the reference input of an operational amplifier Pulse Width Modulation
(PWM) generating circuit. This PWM signal is used to control the speed of an LMD18200T H-
Bridge Integrated Circuit (IC) which facilitates the bi-directional control of the motors. The elevation
axis had the addition of a logic circuit to solve the problem of a single Limit Switch operating on
both extremes of the axis. A 5V voltage regulator IC was used to provide a 5V supply for the PWM
circuit and a 60mm fan. To ensure that every circuit would work, each module of the design was
built and tested individually and then integrated into the bigger system. In order to simulate the
Parallel Port input, a simple circuit was built using a 5V supply and 8 toggle switches which would
send the appropriate high and low signals to the input of the DAC. This showed inadequacies in
some approaches, especially in the use of the L298 Dual H-Bridge Driver IC.
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CHAPTER 4 starts with the implementation of the hardware designed in Chapter 3 on a Printed
Circuit Board (PCB). The hardware was then integrated with the pedestal and connected to the com-
puter. Functional testing was performed to ensure that the total system functioned as predicted. The
naming convention used for the different azimuth and elevation speeds is explained here.

CHAPTER 5 contains five experiments to which were used to help in the design of a software
controller and also to quantify the error in the azimuth axis synchro readings due to backlash.

• Experiment 1: To determine the average overshoot for each azimuth axis speed over the full
360◦ range of movement.

• Experiment 2: To determine the average overshoot for each elevation axis speed over the full
60◦ range of movement.

• Experiment 3: To determine the average overshoot for each Software Pulse Width Modulated
variation of the minimum azimuth axis speed over the full 360◦ range of movement.

• Experiment 4: To determine the average overshoot for each Software Pulse Width Modulated
variation of the minimum elevation axis speed over the full 60◦ range of movement.

• Experiment 5: To approximate a value for the backlash in the gearing on the azimuth axis.

CHAPTER 6 shows the changes that were made to the 76CS1 drivers in order to have them compile
on Ubuntu 8.04.1 with kernel version 2.6.24-21. It then gives a brief overview of how the thresholds
were calculated for each speed. Two flow charts depicting the coarse motor speed control algorithm
and the fine motor speed control algorithm are shown. A description of all the structures, variables
and methods in the pedestal API is given.

CHAPTER 7 contains a number acceptance tests to evaluate whether the final system satisfies the
user specification given in Chapter 1. A test to determine the positioning accuracy for each axis was
also conducted. The accuracies were calculated to be:

• The azimuth axis had an average accuracy of 0.1023◦ with a standard deviation of 0.0544◦.

• The elevation axis had an average accuracy of 0.0193◦ with a standard deviation of 0.0308◦.

CHAPTER 7 analyses the results of Chapter 7 as well as other the functional test results from
Chapter 4.
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CHAPTER 8 draws appropriate conclusions from the testing conducted thoughout the project cycle.
The following conclusions were made:

1. The accuracy of the movement on the azimuth axis was calculated to be 0.1023◦ with a stan-
dard deviation of 0.0544◦. This measure could be improved by increasing the number of
measurements taken.

2. The accuracy of the movement on the elevation axis was calculated to be 0.0193◦ with a
standard deviation of 0.0308◦. This measure could be improved by increasing the number of
measurements taken.

3. The backlash in the azimuth gearing was approximated to be 0.1892◦. This gave an uncertainty
in the synchro reading of 0.1892◦. Thus the total accuracy of the azimuth axis positioning was
calculated to be 0.2915◦ with a standard deviation of 0.0544◦.

4. This approximation for backlash was not very accurate as a lot of opportunities were available
in the testing to introduce human error into the measurement.

5. The use of a non real-time Operating System for the API contributed to the error in the move-
ments as real-time measurements could not always be obtained.

6. The controller implemented only used the current position of the pedestal to control the speed
of movement. Thresholds were also defined according to experimental data which only related
to the exact pedestal configuration used. If the weight of the antenna is changed, the dynamics
of the system will be altered and the controller thresholds would be invalid.

7. The maximum speed of movement for the azimuth axis was not realised due to the azimuth
control hardware not being able to output a 100% duty cycle due to the 3.7V Parallel Port
inputs.

8. There are many non-linearities in the movement of each axis due to the wear of the gear-
ing systems. Without conducting appropriate tests and deriving a control transfer function,
the dynamics of the system cannot be predicted and a controller with the maximum possible
accuracy and minimum response time cannot be constructed.

9. The overshoot for each speed was averaged over both directions, this posed a problem for the
elevation axis as the weight of the antenna changes the overshoot depending on the current
position. Thus the results for each direction were very different and averaging them gave the
best solution for the controller designed in this project, but limited the response of the system
because undershoot and overshoot occurred often and the fine motor control method had to
recover from this error.
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CHAPTER 9 gives recommendations to increase the functionality of the system. These recommen-
dations correspond directly to increasing the accuracy and response of the system. The following
recommendations were made for future work:

1. Use commercial backlash measuring equipment and procedures to obtain a very accurate mea-
surement for the backlash in the gearing systems.

2. Use a real-time Operating System like RTLinux to allow for process priorities and scheduling
algorithms for the system to be set. This will ensure the system receives real-time measure-
ments from the synchros and can perform very accurate control.

3. Increase the resolution (number of bits) of each DAC. This will enable the system to run at
more speeds and thus give better control. A separate Parallel Port for the elevation and azimuth
axes would be best.

4. Use a driver circuit to ensure that the logic HIGH voltage from the Parallel Port enters the
DAC as a 5V signal.

5. Model the movement of the axes using control theory to obtain a transfer function for the
pedestal. This will allow for a controller which uses both speed and position to control the
movement of the axes.
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Chapter 2

Description of Existing Hardware

This chapter describes the already existing hardware that was used in this project. The synchros,
Limit Switch and mechanical gearing all relate to the tracking pedestal whereas the 76CS1 Digital
to Synchro Measurement card was a PCI card used in the computer to interpret the synchro outputs.

2.1 Synchros

Synchos have been used as part of electromechanical shaft angle positioning and measurement sys-
tems for over 50 years with very good reliability and cost effectiveness [9]. A synchro is a name
given to a family of instruments which function as rotating transformers. These devices take in one
or more time varying voltages and output another set of voltages whose phase and magnitude are
used to determine the angular position of the shaft [10]. As the shaft of the synchro is turned, the an-
gular position of its rotor winding in relation to its stator windings is represented by the AC voltage
coupled from the primary winding to the secondary windings (rotor to stator in a Control Transmitter
and stator to rotor in a Control Transformer) [11].

2.1.1 Control Synchros

Control synchros are used in servo systems to provide and deal with control signals where accurate
angular transmission to a mechanical load is required. Control synchros only function as passive
positioning or measurement devices and do not handle any motive power for driving the load [10].
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Figure 2.1: Internal structure of a synchro control transmitter and its electrical representation (taken
from [1])

As shown in Figure 2.1, there are three stator windings which are connected in a star fashion 120°
apart. These three windings are then brought directly to the output terminals S1, S2 and S3. The
rotor is an extension of the shaft and its winding is usually connected via slip rings and brushes to
the terminals R1 and R2 [10].

This arrangement forms a rotary transformer which if excited with an AC voltage (normally 60 Hz
or 400 Hz) on the rotor, will induce corresponding voltages on the 3 S terminals corresponding to
the angular position of the rotor [10].

If the rotor of a synchro transmitter is excited by applying a reference voltage across terminals R1
and R2 of the form [10]:

Vre f = Asinωt

The voltages which will appear across the stator terminals will be [10]:

VS1−S3 = Asinωt sinθ

VS3−S2 = Asinωt sin(θ +120◦)

VS2−S1 = Asinωt sin(θ +240◦)
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Figure 2.2: Synchro output voltages as shaft rotates at 3 RPM (taken from [1])

From Figure 2.2 it can be seen that the amplitude of the output voltage on the stator terminals
corresponds to the amplitude of an envelope sinusoid (sinθ , sin(θ +120◦) & sin(θ +120◦)) that the
output voltages follow when the shaft is rotated.

2.1.2 Types of Control Synchros

The two most common types of control synchro are the Control Transmitter (CX) and the Control
Transformer (CT) [10].

Control Transmitter

The rotor terminals of a CX are exited with an AC voltage and a corresponding voltage is induced
on the stator terminals [10].

Control Transformer

A CT differs from a CX in that its stator terminals are excited with AC voltages. These voltages
differ in phase by 120° and correspond to the required angular position of the shaft. An error signal
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is induced on the rotor terminals to signal that the position of the shaft does not match the AC voltage
inputs on the stator terminals. As the shaft is turned, the error signal changes until a null voltage is
present when the position of the shaft exactly matches the AC input voltages on the stator terminals
[10].

2.1.3 Synchros on the Pedestal

The tracking pedestal uses 2 synchros, one on the azimuth axis and one on the elevation axis. These
synchros are Control Transformers, which are usually used to receive a positioning signal from a CX
and transmit an error signal to a control system corresponding to the difference between the shaft
position and the required position. The 76CS1 card owned by UCT only has channels which can
read in a signal from a CX.

This means that the CT’s on the pedestal must be run backwards to essentially make CX’s. This
works in the same way as a regular CX, except that the reference voltage must be carefully chosen
because the voltage on the R terminals is now stepped up to make the voltage on the S terminals
(instead of stepped down in a regular CX). Thus for an output of 11.8Vrms as required by the 76CS1
[5], the reference voltage must be set at approximately 3.6V.

The ideal reference voltage can be checked by measuring the Vrms across S1 and S3 and turning
the rotor until a maximum voltage is seen. This maximum voltage must be as close to, without
exceeding, 11.8Vrms.

2.2 The 76CS1 Synchro to Digital Card

The 76CS1 is a PCI Synchro/Resolver Measurement and Simulation Board and has 8 S/D (Synchro
to Digital) and 6 D/S (Digital to Synchro) channels [5]. The S/D channels read in the 3 stator volt-
ages (S1, S2 and S3) as well as the reference voltage used (R1 and R2) and allow a user to display
the angular position of a synchro. The D/S channels output 3 stator voltages (S1, S2 and S3) and
read in the angular error (R1 and R2).

The part number of the 76CS1 card acquired by UCT is:

76CS1-040CSA-01

The part number indicates the following configuration:
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76CS1–

04 4 channels of S/D

0 (0 D/S channels) Synchro format

C Commercial Temp environment

S Synchro format (all channels)

A Programmable reference supply (0-28 Vrms, 360 - 10 kHz)

-01 Low voltage SYNCHRO input (11.8 Vrms signal input, 26.0 Vrms Reference input /
Calibrated and tested @ 400 Hz) [12]

Thus only 4 S/D channels are available and require an ideal 11.8 Vrms signal input and at most a 26
Vrms reference input

2.2.1 Connecting Synchros to the 76CS1

The card uses a 78-pin D connector to interface with synchros. Table 2.1 shows the pin configuration
of the 78-pin D connector in order to connect synchros to the 76CS1 card.

Ch. 1 S/D Ch. 2 S/D Ch. 3 S/D Ch. 4 S/D
S1 39 18 36 15
S2 58 76 55 73
S3 78 57 75 54
S4 19 37 16 34

RHi 38 17 35 14
RLo 77 56 74 53

Table 2.1: 76CS1 Pin Configuration for S/D Channels [5]

• RHi output on pin 21

• RLo output on pin 60

The reference signal that feeds the synchro must also feed back to the card RHi and RLo inputs for
the specific channel, even if the 76CS1 card supplied the RHi and RLo signals. If this is not done
there will be a phase lock problem. This would cause unstable measurements and random 180◦ shifts
in the angle measurement [12].
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2.3 The Elevation Axis limit switch

There is a single limit on the elevation axis which is used to limit the movement in both directions.
Two metal arms are mounted on the axis of rotation 60◦ apart. When the axis moves to either side
of the 60◦ boundary, one of the metal arms presses a switch mounted nearby. Figure 2.3 shows how
this is implemented.

Figure 2.3: Limit switch implementation

2.4 Mechanical Gearing

The tracking pedestal uses gears in specific ratios to allow the motors to turn the pedestal on its axes
and to ensure that one rotation of the pedestal on the azimuth axis corresponds to one rotation of the
synchro monitoring the axis. A problem with this is that the physical coupling between two gears
causes degradation. This degradation leads to a problem referred to as Backlash.

Backlash

The American Meteorological Society (AMS) defines backlash as the play or loose motion in an in-
strument due to the clearance existing between mechanically contacting parts [13]. In the pedestal’s
gearing system, this applies to the gap between the teeth of two contacting gears. This gap will cause
a lag time from when the motor begins to spin, the pedestal begins to rotate and the synchro reading
begins to register this movement. The synchro could also settle at a different position to that of the
pedestal axis, this error in position is equal to the gap between the contacting teeth of the gears. In
order to get a measure of the accuracy of the pedestal movements, the backlash in the gearing of the
azimuth axis must be measured. No backlash measurements need to be done for the elevation axis
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as the synchro is coupled directly to the elevation axis of rotation and no gearing is used to connect
the two.
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Chapter 3

Hardware Design and Unit Testing

This chapter describes the design and unit testing aspects of the control hardware. It covers the
details and testing of

• the computer to control hardware interface;

• the control hardware; and

• the motor control.

3.1 Unit Testing

“The primary goal of unit testing is to take the smallest piece of testable software

in the application, isolate it from the remainder of the code, and determine whether it

behaves exactly as you expect. Each unit is tested separately before integrating them

into modules to test the interfaces between modules. Unit testing has proven its value

in that a large percentage of defects are identified during its use.” Microsoft Developer
Network [14]

This software testing methodology was adapted and applied to the testing of the individual hardware
units in the system. These units were designed, constructed and tested and only when all the units
were complete were they integrated with eachother.

3.2 Interface Between the Computer and the Control Hardware

Two computer ports were available to communicate with the control hardware:

• The Universal Serial Bus (USB); and
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• The Parallel Port

The Parallel Port was chosen as the interface between the computer and the control hardware. This
was due to its eight available bits to transfer data and the ease in which it can be accessed from
software.

3.3 Simulating the Parallel Port

In order to allow for testing of the hardware during the design stage, it was necessary to simulate the
Parallel Port output. A simple circuit was constructed using a 5V supply and eight toggle switches
to simulate the different output signals from the Parallel Port. Light Emitting Diodes (LED) were
added to the design to give a visual representation of the output. The circuit diagram of the Parallel
Port simulator is shown in Figure 3.1.

Figure 3.1: Parallel Port simulation circuit

3.4 Interpreting the Computer Output

The 8-bit signal from the Parallel Port was divided into two sets of 4-bit signals. Each signal control-
ling the motor on one of the axes. The three Least Significant Bits (LSB) in each 4-bit signal would
control the speed of the motor and the Most Significant Bit (MSB) would determine the direction of
the motor. This is illustrated in Figure 3.2.
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Figure 3.2: Parallel Port output to DAC input

In order to use each of the 3-bit speed inputs, two 3-bit Digital to Analogue Converters (DAC)
were constructed. Off the shelf DAC Integrated Circuits (IC) were available but only with a greater
number of inputs (i.e. more bits). A simple R-2R resistor configuration was used for each DAC and
can be seen in Figure 3.3. Each of the inputs to the elevation axis DAC was controlled through an
AND gate with a STOP input. This STOP input will come from the limit switch logic circuit and
facilitates the limiting of the elevation axis movement. When the STOP input was set to 0V all DAC
inputs were then set to 0V.

Figure 3.3: DAC circuit diagram

3.4.1 DAC Unit Test

The inputs in Table 3.1 were simulated using the Parallel Port simulator described in Section 3.3.
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Elevation Axis (STOP = 111) Azimuth Axis
Binary Input Output (V) Output (V)

000 0.05 0.047
001 0.54 0.62
010 1.16 1.145
011 1.45 1.744
100 2.205 2.173
101 2.52 2.775
110 3.18 3.33
111 3.5 3.93

Table 3.1: Simulated DAC inputs and corresponding outputs

With STOP = 000, the output voltage for the elevation axis DAC was 0.047V for all binary inputs.

3.5 Controlling the speed of the motors

Two methods for controlling the speed of the motors were investigated:

• Variable voltage; and

• Pulse Width Modulation (PWM)

3.5.1 Variable Voltage Controller

The variable voltage controller was designed and constructed using a LM358 single supply oper-
ational amplifier (op-amp) and a TIP122 Darlington transistor to source the current as shown in
Figure 3.4. This gave a 0-28V output for the corresponding 0-5V input from the DAC. A problem
with this approach is that power is wasted because the circuit steps down the 28V supply voltage to
the specified output and the voltage not applied to the motor is dissipated as heat.

Figure 3.4: Variable voltage controller
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3.5.2 PWM Controller

A PWM controller produces a chopped output to the motor of maximum voltage (28V) and varies
the duty cycle of its output in order to vary the speed. This method uses power very efficiently as the
full supply voltage is only used during every pulse which gives an average voltage output relating to
the duty cycle of the PWM Controller. Thus the voltage is stepped down by essentially turning the
supply voltage on and off and power is not wasted. For this reason, PWM was chosen as the method
to control the motor speed. The PWM circuit was constructed using four op-amps (a single LM324
quad op-amp [15]), a single transistor (2N2222 [16]), resistors and capacitors (adapted from [2]).
The circuit diagram can be seen in Figure 3.5.

Figure 3.5: PWM circuit [2]

• Op-amps 1 and 3 act as a Schmitt Trigger and Miller Integrator and produce a saw-tooth
waveform [2].

• Op-amp 3 acts as a low gain amplifier and moves the bottom of the waveform to just above
0V.

• Op-amp 4 functions as a comparator and compares the waveform outputted by op-amp 3 to
the PWM Controller input voltage. If the waveform voltage is greater than the input voltage,
the output of op-amp 4 is high, otherwise the output is low. This effectively outputs a square
wave with a duty cycle that varies according to the PWM Controller input voltage.

• This output drives a transistor with a pull-up resistor which inverts the square waveform from
op-amp 4 and moves the peak of the waveform to 5V and the trough to 0V to ensure each state
is recognised as a logic HIGH and LOW voltage respectively.
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Figure 3.6: Visual representation of how the PWM controller works [2]

3.5.3 Software PWM

If the smallest speed obtained from the PWM controller is not low enough to facilitate accurate
positioning of each axis, a method of further reducing the duty cycle of the motor output will be
needed. Software Pulse Width Modulation can be used to achieve this.

Software PWM involves modulating the output of the Parallel Port with varying duty cycles. The
Parallel Port is set to the lowest speed output for a certain amount of time then set to 000 for another
period of time. The time that the port is set to the lowest speed in relation to the time that it is set
to 000 determines the duty cycle of the outputted signal. This duty cycle from the Parallel Port will
combine with the duty cycle of the PWM Controller to output a voltage to the motor with a duty
cycle equal to the product of the two duty cycles. Figure 3.7 demonstrates the combining of the duty
cycles.

3.5.4 PWM Unit Test

Table 3.2 shows how the duty cycle of the output to the motor changes as the input to the PWM
controller is varied. The inputs correspond to the outputs generated in Section 3.4.1.
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Figure 3.7: Combined duty cycle output

Azimuth Axis
PWM Input (V) Output +ve Duty Cycle (%)

0.05 0
0.54 32
1.16 43.5
1.45 58.9

2.205 69.9
2.52 85.2
3.18 100
3.5 100

Elevation Axis (STOP = 111)
PWM Input (V) Output +ve Duty Cycle (%)

0.047 0
0.62 0

1.145 49.8
1.744 56.3
2.173 74.5
2.775 82.2
3.33 100
3.93 100

Table 3.2: PWM circuit inputs and corresponding outputs

With STOP = 000, the output +ve duty cycle from the elevation axis PWM Controller was 0% for
all voltage inputs.

3.6 Bi-directional Motor Control

In order to facilitate bi-directional control of the motors, a method was needed to reverse the direction
of the current flow through each motor. This can be achieved using an H-Bridge circuit. It is possible
to build an H-Bridge circuit using discrete components. However, it is easier to use off the shelf IC’s
which do not require sophisticated timing circuitry to prevent a short circuit. Short circuits can occur
in H-Bridges if two in-line transistors are on at the same time. Figure 3.8 shows a basic H-Bridge
circuit.
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Figure 3.8: Basic H-Bridge circuit

Transistors 1 and 4 are turned on for current flow in one direction (transistors 2 and 3 are off) and
transistors 2 and 3 are turned on for current flow in the opposite direction (transistors 1 and 4 are
off). If either transistors 1 and 3 or 2 and 4 are on at the same time, a short circuit will occur (called
shoot through current). In addition to protective logic to ensure that two in-line transistors are not
turned on at the same time, a timing circuit is needed to ensure that sufficient time is given for one
set of transistors to turn off before the other set is turned on. For this reason two H-Bridge IC’s were
investigated:

• The L298 Dual H-Bridge; and

• The LMD18200T H-Bridge.

3.6.1 L298 Dual H-Bridge IC

The L298 is a high voltage, high current dual H-Bridge IC. It accepts standard Transistor-Transistor
Logic (TTL) voltage levels and also has an additional supply input to allow for lower voltage logic
signals. Two enable inputs are available which enable or disable the device independently of the
other input signals. The emitters of the lower transistors of each bridge are connected together and
can be connected to ground or used for the connection of an external current sensing resistor. The
L298 is designed to drive inductive loads such as DC motors, stepping motors, relays and solenoids
[3].
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Figure 3.9: L298 block diagram [3]

• The In1, In2 and In3, In4 inputs were used to control the direction of the first and second
H-Bridges respectively.

• The EnA and EnB lines were each connected to an output of one of the two PWM generating
circuits.

• The Vss input is used as a reference for the AND gates in order to function for both TTL and
lower voltage logic signals and was connected to 5V.

• The SENSE A and SENSE B pins were connected to ground as no monitoring or regulation of
the motor current was needed.

• Protection diodes were placed from each motor output to ground and the supply in order to
dissipate the back-emf generated by the turning motor.

L298 Unit Test

This unit test consisted of setting the PWM duty cycle and monitoring the motor output lines with an
oscilloscope to see the waveform generated. The motors were connected and the speed observed. At
low speeds the motor exhibited inconsistent movement and when monitored with the oscilloscope a
variation in the duty cycle of the waveform on the motor leads was seen. The waveform also had
an irregularly long fall time in relation to its frequency. At a low frequency of 125 Hz (8ms period)
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a fall time of 1.5ms was observed. The 1.5ms fall time persisted when the frequency of the PWM
circuit was increased, this therefore would not allow the frequency to be increased any further as
the pulse would not reach its trough before the leading edge of the next pulse. This slow fall time
was thought to be due to the internal logic switching time or the protection diode recovery time.
The switching time of the internal logic could not be changed for obvious reasons. The diodes were
replaced with faster Shottky diodes however no improvement was seen. For these reasons, it was
decided to use a different H-Bridge IC.

3.6.2 LMD18200 H-Bridge

The LMD18200 is a 3A single H-Bridge IC and is designed for motion control applications. It
includes a PWM input to control speed, a Brake input which connects the output terminals together,
a Current Sense output which allows for the connection of an external current sensing resistor and a
Thermal Flag output which is raised when the IC exceeds a certain temperature and shuts down. The
device is built using a multi-technology process which combines bipolar and Complementary Metal
Oxide Semiconductor (CMOS) control circuitry with Double-diffused Metal Oxide Semiconductor
(DMOS) power devices on a single IC [4].

Figure 3.10: LMD18200 block diagram [4]

• The DIRECTION input was used to control the direction of the H-Bridge.

• The BRAKE input was not used and was connected to GND.

• The PWM input was connected to the output of the PWM generating circuit.

• The CURRENT SENSE OUTPUT was not needed and was connected to GND.
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• The THERMAL FLAG OUTPUT was left unconnected.

• A 10nF capacitor was placed from BOOTSTRAP 1 to OUTPUT 1 and from BOOTSTRAP 2 to
OUTPUT 2. This allows the MOSFET’s to switch at frequencies above 1kHz [4] (up to 500kHz
[17]).

LMD18200 Unit Test

The method for this unit test was identical to that for the L298. However, the LMD18200 gave a
stable, constant square wave output to the motor with a duty cycle matching that of the PWM signal.

3.7 Limit Switch Logic

As discussed in Section 2.3, a single Limit Switch exists on the elevation axis. A suitable logic
circuit was required to ensure that only a single direction of motion is allowed at each limit. RS
Flip Flops were needed for the system to “remember” which direction triggered the Limit Switch to
ensure that changing the direction while in a limited position does get interpreted as a limit condition
for the other direction. Table 3.3 shows a state chart for the required logic circuit, where:

• X0 and X1 are RS Flip Flops

• Lim is 1 when the Limit Switch is pressed and 0 otherwise.

• Dir is the direction input for the controller

• STOP will go directly to the STOP input for the elevation axis DAC.

Present State Input Next State Output
X0 X1 Dir Lim X0 X1 STOP
0 0 0 0 0 0 1
0 0 0 1 1 0 0
0 0 1 0 0 0 1
0 0 1 1 0 1 0
0 1 0 0 0 0 1
0 1 0 1 0 1 1
0 1 1 0 0 0 1
0 1 1 1 0 1 0
1 1 0 0 0 0 1
1 1 0 1 1 0 0
1 1 1 0 0 0 1
1 1 1 1 1 0 1

Table 3.3: State chart for limit switch logic circuit
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From Table 3.3 the following relationships were defined:

X0 = Dir.Lim.X1

X1 = Dir.Lim.X0

X0reset = Lim

X1reset = Lim

STOP = Dir.X0+Dir.X1+Lim

From these relationships, the circuit depicted by the circuit diagram in Figure 3.11 was built.

Figure 3.11: Limit switch logic circuit

3.7.1 Logic Circuit Unit Test

The inputs (Dir and Lim) were varied to match each of the cases in the State Chart. The intermediate
states for X0 and X1 as well as the output (STOP) matched the predicted values.

3.8 Voltage Regulator

The PWM generator and the Limit Switch logic circuit both need a 5V supply to operate. To satisfy
this requirement whilst still running the system off a single 28V supply, a 5V voltage regulator was
needed. A 7805 5V voltage regulator IC was chosen due to it ready availability. Because the input
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3. HARDWARE DESIGN AND UNIT TESTING

voltage of 28V was near to the rated absolute maximum of 35V for the IC [18] and the output voltage
was low, a heat sink was needed. A SK104 heat sink was used and a layer of silicon heat transfer
compound was added between the IC and heat sink for good heat transfer. Figure 3.12 shows the
circuit diagram for the voltage regulator.

Figure 3.12: Voltage regulator circuit diagram

3.9 76CS1 Junction Box

It is time consuming and difficult to connect and disconnect wires from the 78 pin D connector on
the 76CS1 card every time a synchro on the pedestal is added or removed. That is why a junction
box was built to facilitate the easy addition to and removal from the S/D channels.

The junction box has a permanent connection to the 78 pin D connector to connect to the 76CS1 card
and four 5-pin DIN connectors through which the synchros can be connected. The internal wiring
of the box is also done in such a way to facilitate the feedback of the reference signal from the card
so that the user only has to deal with connecting the five terminals of the synchro. The top and side
views of the junction box are shown in Figure 3.13 and Figure 3.14 respectively.

Figure 3.13: Top view of junction box showing internal wiring

30



3. HARDWARE DESIGN AND UNIT TESTING

Figure 3.14: Side view of junction box showing panel mounted DIN sockets

31



Chapter 4

Hardware Implementation and Functional
Testing

This chapter covers the implementation of the circuits designed in Chapter 3 as Printed Circuit
Boards (PCB) as well as the functional testing of the control circuit as a whole to ensure that it
matches the results from Chapter 3.

4.1 PCB Implementation

The implementation of the two PCB’s involved selecting components, drawing the circuit for the
total system in EAGLE Layout Editor and routing the tracks for the boards. The Limit Switch
logic circuit was implemented on a separate PCB which was then mounted on top of the main PCB.
Sections 4.1.1 and 4.1.2 give the circuit diagram and PCB layout for the main PCB and the limit
switch logic PCB respectively. The accompanying CD contains a detailed bill of materials used for
each PCB to allow for these boards to be recreated.

4.1.1 Control Circuit PCB

The board made for the control circuit had to contain two nearly identical circuits, one for each axis.
Extra 5V-GND pins were added to allow the connection of a 5V fan or any other circuit. Figure
4.1 shows the schematic for the control circuit and Figure 4.2 shows the PCB layout and the routed
tracks.
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Figure 4.1: Control circuit schematic
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Figure 4.2: Routed PCB of control circuit
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4.1.2 Limit Switch Logic PCB

The Limit Switch logic circuit was constructed on a separate PCB due to its routing complexity and
to save space by mounting it above the control circuit PCB. Figure 4.4 gives the schematic of the
circuit and Figure 4.3 shows the PCB layout and routed tracks. Due to the lack of components like
resistors on the board which allow for easy routing, jumpers were needed to connect certain tracks.
These jumpered tracks were limited to 5V and ground lines in order to ensure that any connection
problems would not interfere with the logic signals. R1, R2, JP1, JP2, JP3, JP4, JP5 and JP6 were
used as jumpers. The 5V and GND tracks on the schematic were connected by specifying that
they connect to the same network. Thus some pins or wires on the schematic may appear to be
unconnected.

Figure 4.3: Routed PCB of logic circuit
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4. HARDWARE IMPLEMENTATION AND FUNCTIONAL TESTING

Figure 4.4: Limit Switch logic circuit schematic
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4. HARDWARE IMPLEMENTATION AND FUNCTIONAL TESTING

For the remainder of this document, a naming convention is used for the speeds which corresponds
to the decimal value of the binary number outputted to the Parallel Port to obtain that speed. In the
case of the SPWM speeds, the speed which is being reduced is shown first followed by the a number
corresponding to the the SPWM speed in relation to the other SPWM speeds (where 3 is the fastest
and 1 the slowest).

For example:

• A DAC input of 101 on the azimuth axis is called Speed 5.

• The slowest SPWM of speed 010 on the azimuth axis is called Speed 2.1.

• A DAC input of 101 on the elevation axis is called Speed 80.

• The slowest SPWM of speed 010 on the elevation axis is called Speed 32.1

4.2 Functional Testing

A functional test on a system concerns only the inputs and the outputs of the total system. It is often
referred to as Black Box testing as the internal functioning of the system is unseen. It is used to verify
whether a system gives the correct output for a specific input [19]. If the outputs are unexpected, the
separate modules of the system can be investigated to determine the problem. Table 4.1 shows the
Parallel Port inputs to the system and the pulse width modulated outputs to the motors. The X’s in
the control hardware inputs indicate that the value of that bit is negligible in this test. These bits are
the direction bits and do not affect the output duty cycle to the motors.
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Chapter 5

Experimentation

A number of experiments were conducted to obtain results to aid in the design and tuning of the
control software. The experiment to determine the backlash in the gearing of the azimuth axis gave
a measure of the accuracy of the angular information received from the azimuth axis synchro.

5.1 Experiment 1

5.1.1 Aim

To determine the average overshoot for each azimuth axis speed over the full 360◦ range of move-
ment.

5.1.2 Method

A test program was written that moved the pedestal on the azimuth axis at a predefined speed.
At each degree on the axis, it recorded the position where it turned off the motor, then waited 2
seconds. It then recorded the position where it had settled, moved back 20◦ and moved to the next
test point on the axis (1◦further than the previous point). This program was run for each speed in
both the clockwise (CW) and anti-clockwise (CCW) directions. The overshoot at each point can be
calculated by subtracting the position where the motor was turned off from the position where the
pedestal settled on the azimuth axis.

5.1.3 Results

With 360 measurements recorded per test, 2 directions and 6 speeds, a total of 4320 measurements
were taken. The full results are contained on the accompanying CD. Table 5.1 shows a summary of
the results.
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Table 5.1: Results for Experiment 1

Figure 5.1 shows the Standard Normal Distribution Probability Density Function (PDF) for each
speed.

The values for the Normal Distribution PDF were calculated using [20]:
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5. EXPERIMENTATION

f (x) =
1

σ
√

2π
e−(x−µ)2/2σ2

(5.1)

where σ is the standard deviation, µ is the mean and x is the overshoot value.

These values were then normalised to a Standard Normal Distribution with σ = 0 and µ = 0. This
gave the following equation [20]:

n(z) =
1√
2π

e−z2/2 (5.2)

where
z =

x−µ

σ
(5.3)

If n(z) vs. z was plotted on the same axis for each speed, all the plots would be centered on 0 and an
idea of the magnitude of the overshoot value for each speed would not be given. Thus a plot of n(z)
vs. x was done where z was calculated using Equation 5.3.

Figure 5.1: Standard Normal Distribution PDF of results for Experiment 1
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5.1.4 Conclusions

The results from this experiment were used to create thresholds around the target position at which
the speed must be reduced to ensure overshoot does not occur. The overshoot for the minimum
speed was averaged as 0.3688◦. This meant that the motor must be turned off at 0.3688◦ before the
target position in order to stop within±0.1196◦ (±4×σ) from the target position 97.7% of the time
[21]. This±0.1196◦ range was too large and needed to be improved upon. For this reason, Software
PWM was implemented in order to reduce the speed further.

5.2 Experiment 2

5.2.1 Aim

To determine the average overshoot for each elevation axis speed over the full 60◦ range of move-
ment.

5.2.2 Method

A test program was written that moved the pedestal on the elevation axis at a predefined speed
starting from 0◦. At each degree on the axis, it recorded the position where it turned off the motor,
then waited 2 seconds. It then recorded the position where it had settled, moved back 5◦ and moved
to the next test point on the axis (1◦ further than the previous point). This program was run for
each speed in both the clockwise and anti-clockwise directions. Speed 112 was not measured as its
duty cycle was the same as Speed 96 (100%) and would have produced the same results. Due to the
limitations in the movement of the pedestal on the elevation axis (0◦ to 60◦ only), the tests in the
clockwise direction ran from 5◦ to 60◦ and the tests in the anti-clockwise direction ran from 0◦ to
55◦. The overshoot at each point can be calculated by subtracting the position where the motor was
turned off from the position where the pedestal settled on the elevation axis.

5.2.3 Results

With 56 measurements recorded per test for 5 speeds and 2 directions, a total of 560 measurements
were taken. The full results are contained on the accompanying CD. Table 5.2 shows the average
overshoot for each speed in each direction.
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Table 5.2: Results for Experiment 2

Figure 5.2 shows the Standard Normal Distribution Probability Density Function (PDF) for each
speed. The values for n(z) were calculated in the same manner as Experiment 1.
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Figure 5.2: Standard Normal Distribution PDF of results for Experiment 2

5.2.4 Conclusions

The results from this experiment were used to create thresholds around the target position at which
the speed must be reduced to ensure overshoot does not occur. The overshoot for the minimum
speed was averaged as 1.7674◦. This meant that the motor must be turned off at 1.7674◦ before the
target position in order to stop within±7.0696◦ (±4×σ) from the target position 97.7% of the time
[21]. This±7.0696◦ range was too large and needed to be improved upon. For this reason, Software
PWM was implemented in order to reduce the speed further.

5.3 Experiment 3

5.3.1 Aim

To determine the average overshoot for each Software Pulse Width Modulated variation of the min-
imum azimuth axis speed over the full 360◦ range of movement.

5.3.2 Method

A test program was written that moved the pedestal on the azimuth axis at each of the SPWM speeds
starting from 0◦. At each degree on the axis, it recorded the position where it turned off the motor,
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then waited 2 seconds. It then recorded the position where it had settled, moved back 5◦ and moved
to the next test point on the axis (1◦ further than the previous point). This program was run for each
SPWM speed in both the clockwise and anti-clockwise directions. The overshoot at each point can
be calculated by subtracting the position where the motor was turned off from the position where the
pedestal settled on the azimuth axis.
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5.3.3 Results
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Table 5.3: Results for Experiment 3

Figure 5.3 shows the Standard Normal Distribution Probability Density Function (PDF) for each
speed. The values for n(z) were calculated in the same manner as Experiment 1.
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Figure 5.3: Standard Normal Distribution PDF of results for Experiment 3

5.3.4 Conclusions

The results from this experiment were used to create thresholds around the target position at which
the speed must be reduced to ensure overshoot does not occur. The overshoot for the minimum speed
was averaged as 1.016◦ with a standard deviation of 0.0341◦.

5.4 Experiment 4

5.4.1 Aim

To determine the average overshoot for each Software Pulse Width Modulated variation of the min-
imum elevation axis speed over the full 60◦ range of movement.

5.4.2 Method

A test program was written that moved the pedestal on the elevation axis at each of the SPWM
speeds starting from 0◦. At each degree on the axis, it recorded the position where it turned off the
motor, then waited 2 seconds. It then recorded the position where it had settled, moved back 2◦ and
moved to the next test point on the axis (1◦ further than the previous point). This program was run
for each SPWM speed in both the clockwise and anti-clockwise directions. Due to the limitations
in the movement of the pedestal on the elevation axis (0◦ to 60◦ only), the tests in the clockwise
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direction ran from 2◦ to 60◦ and the tests in the anti-clockwise direction ran from 0◦ to 58◦. The
overshoot at each point can be calculated by subtracting the position where the motor was turned off
from the position where the pedestal settled on the elevation axis.
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5.4.3 Results
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Table 5.4: Results for Experiment 4

Figure 5.4 shows the Standard Normal Distribution Probability Density Function (PDF) for each
speed. The values for n(z) were calculated in the same manner as Experiment 1.
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Figure 5.4: Standard Normal Distribution PDF of results for Experiment 4

5.4.4 Conclusions

The results from this experiment were used to create thresholds around the target position at which
the speed must be reduced to ensure overshoot does not occur. The overshoot for the minimum speed
was averaged as 0.0122◦ with a standard deviation of 0.017◦. Due to the fact that the overshoot was
averaged for both directions, and the antenna weight caused large overshoots in the CW direction
and small overshoots in the CCW direction, the PDF for each speed covered a very wide range of
angles.

5.5 Experiment 5

5.5.1 Aim

To approximate a value for the backlash in the gearing on the azimuth axis.
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5.5.2 Method

A protractor was drawn using AutoCAD which had tick markings every 0.1◦ and an approximate
distance of 1mm between 0.1◦ markings at the circumference. The pedestal was placed at the center
of this protractor and a laser pointer was mounted on it. The pedestal was moved to 1◦ and the laser
aligned with the 1◦ marking on the circumference of the pedestal. The pedestal was then moved to
the 10◦, 20◦, 30◦, 40◦, 50◦, 60◦, 70◦, 80◦, 90◦ positions while returning to 1◦ between movements.
At every stationary position, the synchro reading was taken and the actual position was read on the
protractor. This test was performed twice to get a larger set of results.

5.5.3 Results

The full results for this experiment are contained on the accompanying CD. From the results, the
value for backlash was calculated to be 0.0392◦ with a standard deviation of 0.0375◦.

5.5.4 Conclusions

The value for backlash was calculated to be 0.0392◦ with a standard deviation of 0.0375◦. This
result gives a range of values in which the actual value for backlash can be found. To ensure that
the real value for backlash is accounted for, a value of 0.1892◦ will be used. This value is equal to
µ +4σ and will ensure that the value for backlash is less than the approximated value, 97.7% of the
time [21]. This is to ensure that the value for the accuracy of the synchros on the azimuth axis is a
worst case value and encompasses nearly all other possible values for the backlash.
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Chapter 6

Software Design

It was specified that the Pedestal Controller system run in an open source environment. Although
the most common open source environment available for a PC is Linux, there are many distributions
or “flavours” available. Ubuntu 8.04 LTS - Hardy Heron was chosen for this project because of its
user-friendliness and large user base at UCT. The kernel version used was 2.6.24-21. Programs were
written using gedit in GNOME and were compiled using the Makefile utility and g++ version 4.2.4.

6.1 Installing the 76CS1

The Linux drivers supplied by North Atlantic Industries for the 76CS1 card were compiled using
Red Hat Enterprise Linux 4.0 for a kernel version of 2.6.9. This posed a problem as a number
of commands and libraries had been depreciated in the newer kernels and consequently the kernel
module, the driver program and test programs would not compile. Table 6.1 gives the changes that
were made in order to compile the necessary files

The drivers were compiled and installed by following the instructions in the buildnotes.txt file that
accompanied them.

Filename Line Number Phrase to replace New phrase
Makefile 46 CFLAGS EXTRA_CFLAGS

nai.c 175 SA_SHIRQ IRQF_SHARED
” 22 <linux/config.h> <linux/autoconf.h>
” 229 pci_module_init pci_register_driver

Table 6.1: Changes made to 76CS1 files

52



6. SOFTWARE DESIGN

6.2 Real-time programming

A real-time system is a computer system which requires that not only the results of an operation are
correct, the results must also be produced within a specified time period [22]. Results returned after
the time period has elapsed may be of no real value.

6.2.1 Hard Real-Time

A hard real-time system has the most stringent time requirements. It guarantees that critical real-
time tasks will be completed within their deadlines [22]. In a hard real-time system, a late result is
useless.

6.2.2 Soft Real-Time

A soft real-time system has less stringent timing requirements and a critical process will receive
priority over other tasks until it is complete [22]. No guarantee is given that the deadline will be met.
In soft real-time systems, a late result is less valuable but not useless.

6.2.3 The Pedestal Controller

The pedestal controller process needed to read in position information as often as possible in order
to know the current position of each of the axes. This meant that if the pedestal was moving and one
of the position read functions or the controller loop process was preempted by the operating system,
a threshold could be missed causing the pedestal to overshoot its target position. For this reason
the system needed to act as much like a hard real-time system as possible. This was very difficult
using the regular Linux kernel as process and thread priorities and scheduling techniques cannot
be specified by the programmer. Thus occasionally the OS would preempt the pedestal controller
process causing a threshold to be missed. Also if the terminal used to run the program lost focus, the
OS would put the process to sleep and because the data on the Parallel Port is latched, the pedestal
would move at its current speed indefinitely. The “nice –15” command was used to execute the
program and give the process the maximum priority of -15, however no improvement was noted.

Another Linux kernel is available for installation which would allow the priority of each process and
the scheduling technique to be controlled. This kernel is called RTLinux and is a Linux kernel suited
to real-time applications. Due to the time constraints of this project, the RTLinux kernel was not
implemented.
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6.3 Multithreaded Programming

A thread is flow of control within a process [22]. Threads allows multiple paths of control within a
single process. Multithreaded programming has a number of benefits which can be categorised as
follows [22]:

• Responsiveness - The interactivity of a process can be maintained while a part of it is blocked
or executing a length operation.

• Resource Sharing - Threads share the memory and resources of the parent process to which
they belong.

• Economy - Because threads share memory and resources, it is more economical to create
and context-switch between threads of the same process than creating and context-switching
between two separate processes.

• Utilisation of multiprocessor architectures - In multiprocessor architectures threads may be
running in parallel on different processor whereas a single process can only run on one CPU
regardless of how many are available.

6.3.1 PThreads

The PThread library provides an API for thread creation and synchronisation defined by the POSIX
standard (IEEE 1003.1c) [22]. This library was used to create threads for methods that contained
loops which would block the flow of the total process. This ensured that commands could still be
sent to the pedestal controller while it was busy moving the pedestal. The most important of these
commands being the Abort command and commands to receive the current axis positions.

6.4 Controlling the Movement of the Pedestal

To ensure no overshoot occurs and no change of direction is needed to recover, the speed of the
movement when approaching the setpoint should be reduced accordingly. Thus in order to move the
pedestal to a setpoint on either of its two axes, it is imperative that the speed of the movement is
reduced or stopped before the position reaches a distance equal to the threshold for the current speed
away from the setpoint. Figure 6.1 demonstrates this concept using an arbitrary threshold for each
speed.
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Figure 6.1: Speed vs. Distance to setpoint

Where A to C are the threshold values for each of the SPWM speeds and D to I are the threshold
values for each regular PWM speed respectively.

These thresholds were defined as the sum of the mean overshoot for the current speed and all the
slower speeds and are given in Table 6.2.

Azimuth Axis
Speed Threshold (◦)

2.1 0.0154
2.2 0.0346
2.3 0.0603
2 0.4290
3 0.8757
4 1.3921
5 2.0253
6 2.7674
7 3.6232

Elevation Axis
Speed Threshold (◦)
32.1 0.0122
32.2 0.0427
32.3 0.1229
32 1.8903
48 4.0158
64 6.9410
80 10.3602
96 14.5592

Table 6.2: Threshold value for each speed
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6.5 Control Algorithm

In order to code the position control method for each axis, a suitable algorithm had to be designed.
Figure 6.2 shows the flow chart for the control of the coarse (regular PWM) speeds.

Figure 6.2: Flowchart of coarse speed control algorithm

To accurately position the pedestal on both of its axes, a method of fine motor control was needed.
Software Pulse Width Modulation was used which allowed for each axis to move at very slow speeds.
Figure 6.3 shows the flowchart for the control of the fine (Software PWM) speeds.
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Figure 6.3: Flowchart of fine speed control algorithm

Both the coarse and fine speed control methods constantly check an integer called Abort. If Abort =
0, regular functioning continues, but if Abort = 1, the method outputs a speed of 0 to the motor and
ends. The algorithms shown in Figure 6.2 and Figure 6.3 apply to both the azimuth and elevation
axes. However on the elevation axis, the speed values will range from 16 to 112 in increments of 16
instead of from 2 to 7 in increments of 1.
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6.6 Description of Code

This section describes the methods, structures and important variables contained in the pedestal
control API. Only the section names correspond to actual code. All the method descriptions use
pseudo-code to describe their function.

6.7 Structures

6.7.1 struct Positions

This structure contains two double values and is used to pass the theta and phi setpoints to the
ped_ThrMoveTo thread.

6.8 Variables

The following variables are used globally in the pedestal controller and should not be accessed from
outside of the pedestal.cpp file.

6.8.1 double AcoarseSpeeds[6]

This array contains the thresholds for the regular PWM azimuth axis speeds obtained from the re-
sults of Experiment 1 in Section 5.1. AcoarseSpeeds[5] and AcoarseSpeeds[0] correspond to the
thresholds for Speed 7 and Speed 2 respectively.

6.8.2 double AfineSpeeds[3]

This array contains the thresholds for the SPWM azimuth axis speeds obtained from the results of
Experiment 3 in Section 5.3. AfineSpeeds[2] and AfineSpeeds[0] correspond to the thresholds for
Speed 2.3 and Speed 2.1 respectively.

6.8.3 double EcoarseSpeeds[6]

This array contains the thresholds for the regular PWM elevation axis speeds obtained from the
results of Experiment 2 in Section 5.2. AcoarseSpeeds[6] and AcoarseSpeeds[0] correspond to the
thresholds for Speed 112 and Speed 32 respectively.
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6.8.4 double EfineSpeeds[3]

This array contains the thresholds for the SPWM elevation axis speeds obtained from the results of
Experiment 4 in Section 5.4. EfineSpeeds[2] and EfineSpeeds[0] correspond to the thresholds for
Speed 32.3 and Speed 32.1 respectively.

6.8.5 int A_chan, E_chan

A_chan and E_chan contain the channel number for the 76CS1 of the synchro used on the azimuth
and elevation axes respectively.

6.8.6 double Theta, Phi

Theta and Phi contain the current position of the pedestal on the azimuth and elevation axes respec-
tively.

6.9 Methods

6.9.1 int ped_Initialise(int a_chan, int e_chan)

This method opens the 76CS1 and gives it the following configuration:

• Sets the channels used for the elevation and azimuth axis synchros to e_chan and a_chan
respectively

• Sets the a_chan and e_chan channels to Active;

• Sets the a_chan and e_chan channels to Synchro mode;

• Sets the voltage of the output reference signal to 3.6V.

The Parallel Port is also checked to determine whether the program can access it. The return value
can take three values, namely:

1. The Parallel Port can be accessed but the 76CS1 setup failed;

2. The 76CS1 setup was successful but the Parallel Port cannot be accessed (most probably due
to lack of root privileges);

3. The 76CS1 setup was successful and the Parallel Port can be accessed.
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6.9.2 void* ped_Emoveto(void *arg)

This method only uses pointers to void in its call. Arguments are cast to the appropriate type to
access the information, i.e. the set point is contained in arg. The coarse speed control loop depicted
in Figure 6.2 is implemented in this method to control the elevation axis. Once the control loop has
completed, the ped_Emovesmall method is called.

6.9.3 void* ped_Emovesmall(void *arg)

This method only uses pointers to void in its call. Arguments are cast to the appropriate type to
access the information, i.e. the set point is contained in arg. The fine speed control loop depicted in
Figure 6.3 is implemented in this method to control the elevation axis.

6.9.4 void* ped_Amoveto(void *arg)

This method only uses pointers to void in its call. Arguments are cast to the appropriate type to
access the information, i.e. the set point is contained in arg. The coarse speed control loop depicted
in Figure 6.2 is implemented in this method to control the azimuth axis. Once the control loop has
completed, the ped_Amovesmall method is called.

6.9.5 void* ped_Amovesmall(void *arg)

This method only uses pointers to void in its call. Arguments are cast to the appropriate type to
access the information, i.e. the set point is contained in arg. The coarse speed control loop depicted
in Figure 6.3 is implemented in this method to control the azimuth axis.

6.9.6 int ped_GetTheta()

This method returns the current position of the pedestal on the azimuth axis.

6.9.7 int ped_GetPhi()

This method returns the current position of the pedestal on the elevation axis.

6.9.8 void ped_Abort()

This method raises the Abort flag (equal to 1) which causes any running movement thread to stop
the motors and terminate.
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6.9.9 int ped_MoveTo(double theta, double phi)

This method creates a thread which executes the ped_ThrMoveTo method. It passes a void pointer
to the thread which contains the setpoint for each axis wrapped in the Positions struct. The Move-
ment_Complete flag is set to 0 to signal that a movement is in progress. The Abort flag is also set to 0
to allow for the movement to be interrupted. The method then returns 1 to indicate that movement of
the axes has begun. This is done to ensure that the control of the movement methods is not handled
in the main process flow and is instead handled in a separate thread.

6.9.10 void* ped_ThrMoveTo(void *arg)

This method uses the methods described in Sections 6.9.2, 6.9.3, 6.9.4, 6.9.5. It takes a void pointer
as its argument which is then cast to a Positions struct to obtain the setpoints for the azimuth and
elevation axes and follows the following execution pattern:

1. Call ped_Amoveto(theta).

2. Wait for ped_Amoveto to complete its execution.

3. Call ped_Emoveto(phi).

4. Wait for ped_Emoveto to complete its execution.

5. Raise Movement_Complete flag (equal to 1).

6.9.11 int ped_raster(double theta1, double phi1, double theta2, double phi2,
double Ainc, double Einc)

This method performs a Raster Scan of the box created by the theta1, phi1, theta2, phi2 coordinates.
The pedestal moves along the azimuth axis in increments defined by Ainc. After each increment,
the Raster_Stop flag is raised (equal to 1). The method then sleeps until the flag is lowered. It then
moves to the next increment on the azimuth axis. When the azimuth axis reaches the other limit
defined by the raster box, the elevation axis is incremented by Einc. This sequence continues until
the opposite corner of the box is reached (theta2, phi2). Figure 6.4 shows this movement. The
Raster_Stop flag is used to ensure that an application using the API has time to receive data from an
antenna on the pedestal at each increment.
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Figure 6.4: Raster Scan
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Chapter 7

System Validation

This chapter performs a range of tests to produce results which can be used to validate the overall
system in terms of the user specification.

7.1 Acceptance Testing

According to the Systems Engineering Guidebook for ITS [23], an Acceptance Test is a formal
testing conducted to determine whether or not a system satisfies its acceptance criteria. In the context
of this project, the acceptance criteria correspond directly to the user specification for the system.
Multiple tests were conducted to determine whether the system satisfied the acceptance criteria.
These tests began with the system in a specific state, an input was applied and the resulting output
observed. A Pass/Fail assessment was given for every test.

7.1.1 Test 1

This test focuses on the ped_Initialise method and tests its various outputs.

Case 1

• State:

– Program run with root privileges.

– 76CS1 not open.

• Input:

– ped_Initialise(1,2)
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• Output:

– Synchro channel 1 assigned to azimuth axis.

– Synchro channel 2 assigned to elevation axis.

– 76CS1 reference voltage set to 3,6V.

– 3 is returned.

• Pass/Fail

– PASS

Case 2

• State:

– Program run without root privileges.

– 76CS1 not open.

• Input:

– ped_Initialise(1,2)

• Output:

– Synchro channel 1 assigned to azimuth axis.

– Synchro channel 2 assigned to elevation axis.

– 76CS1 reference voltage set to 3,6V.

– Parallel port cannot be accessed.

– 2 is returned.

• Pass/Fail

– PASS
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Case 3

• State:

– Program run with root privileges.

– 76CS1 device not installed.

• Input:

– ped_Initialise(1,2)

• Output:

– 76CS1 cannot be opened.

– 1 is returned.

• Pass/Fail

– PASS

7.1.2 Test 2

This test focuses on the ped_MoveTo and tests a few variations of its inputs.

Case 1

• State:

– Pedestal is stationary in any position.

• Input:

– ped_MoveTo(40,55)

• Output:

– Pedestal moves to 40◦ on the azimuth axis.

– Pedestal moves to 55◦ on the elevation axis.

– Movement_Complete flag = 1.

• Pass/Fail

– PASS
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Case 2

• State:

– Pedestal is at 90◦ on the azimuth axis.

– Pedestal is at 0◦ on the elevation axis.

• Input:

– ped_MoveTo(90,60)

• Output:

– Pedestal does not move on the azimuth axis.

– Pedestal moves to 60◦ on the elevation axis.

– Movement_Complete flag = 1.

• Pass/Fail

– PASS

Case 3

• State:

– Pedestal is at 120◦ on the azimuth axis.

– Pedestal is at 40◦ on the elevation axis.

• Input:

– ped_MoveTo(0,0)

• Output:

– Pedestal moves past 0◦, does a full revolution and stops at 0◦ the second time.

– Pedestal moves to 0 on the elevation axis.

– Movement_Complete flag = 1.

• Pass/Fail

– FAIL
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7.1.3 Test 3

This test focuses on the ped_GetTheta and ped_GetPhi methods.

Case 1

• State:

– Pedestal is stationary

• Input:

– ped_GetTheta()

• Output:

– Current position of the azimuth axis is returned.

• Pass/Fail

– PASS

Case 2

• State:

– Pedestal is stationary.

• Input:

– ped_GetPhi()

• Output:

– Current position of the elevation axis is returned.

• Pass/Fail

– PASS
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Case 3

• State:

– Pedestal is moving to a position.

• Input:

– ped_GetTheta()

– ped_GetPhi()

• Output:

– Current position of the azimuth axis is returned from ped_GetTheta call.

– Current position of elevation axis is returned from ped_GetPhi call.

• Pass/Fail

– PASS

7.1.4 Test 4

This test focuses on the ped_raster method.

Case 1

• State:

– Pedestal is stationary

• Input:

– ped_raster(0,0,100,60,10,10)

• Output:

– Pedestal moves to 0◦ on the azimuth axis.

– Pedestal moves to 0◦ on the elevation axis.

– Pedestal moves the specified 100◦ azimuth range in 10◦ increments.

– The elevation axis is moved to 10◦.

– Pedestal moves the specified 100◦ azimuth range in −10◦ increments.
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– The elevation axis is moved to 20◦.

– This continues until the pedestal reaches a position of 100◦ on the azimuth axis and 60◦

on the elevation axis.

• Pass/Fail

– PASS

7.1.5 Test 5

This test focuses on the ped_Abort command.

Case 1

• State:

– Pedestal is moving to a position.

• Input:

– ped_Abort()

• Output:

– Current movement stops and ped_ThrMoveTo terminates.

• Pass/Fail

– PASS

Case 2

• State:

– Pedestal is performing a raster scan.

• Input:

– ped_Abort()

• Output:

– Current movement stops and ped_raster terminates.

• Pass/Fail

– PASS
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7.2 Determining the Accuracy of the System

To quantify a result for the accuracy of the system, a test program was written which moved the
pedestal to a number of positions on both the azimuth and elevation axes. The final position and
the setpoint were recorded to determine the error in each movement. The full results are contained
on the accompanying CD. The results were analysed and the following measure of accuracy was
determined:

• The azimuth axis had an average accuracy of 0.1023◦ with a standard deviation of 0.0544◦.

• The elevation axis had an average accuracy of 0.0193◦ with a standard deviation of 0.0308◦.
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Chapter 8

Analysis of Results

This chapter analyses the results obtained in the functional testing of the hardware and the system
validation tests of Chapter 7. The validity of these results as well as the reason for any deviation
from the expected results is also discussed.

8.1 Functional Testing of Hardware

The functional test results obtained in Section 4.2 summarised the functionality of the control hard-
ware. The duty cycle outputs for the corresponding inputs to the azimuth axis DAC did not match
the results obtained during the unit testing. Upon further investigation, it was found that the Paral-
lel Port voltage used at the DAC inputs was in fact 3.7V and not the simulated 5V. This caused a
lower voltage to be outputted by the DAC and thus a lower duty cycle was obtained from the PWM
Controller. However, the duty cycle outputs for the corresponding inputs to the elevation axis DAC
did match the results obtained in the unit testing. This is because, the AND gates used at the DAC
inputs output a constant voltage and thus as long as the DAC inputs are reliably recognised as a logic
HIGH or LOW, the AND gate outputs will be the same voltage.

8.2 Acceptance Testing

The PASS/FAIL assessment for each of the acceptance tests allows for a measure of how well the
system satisfies its user specification. All the tests were assessed as a PASS except Test 2 Case 3.
This test is a special case of the regular ped_MoveTo method. It demonstrates how the use of a non
real-time system can cause the irregular functioning of a device or program that requires a real-time
system. The reason that the set point was missed in the first revolution, was due to the fact that the
program could not access the angle information from the card and thus missed the range in which
it must stop. This was most probably due to the OS assigning another task a higher priority which
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preempted the pedestal controller when it was passing through this range.

8.3 Determining the Accuracy of the System

The accuracy of the system was quantified, although due to the statistical nature of the data on which
the controller was designed, this accuracy took the form of a statistical range. 70 measurement were
used to define this range on the elevation axis and 200 measurements were used on the azimuth
axis. These sample sizes were large enough to ensure that a very accurate measure of accuracy was
defined.
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Chapter 9

Conclusions

The following conclusions have been drawn based on the functionality of the final system and the
analysis of the results obtained throughout the project:

1. The accuracy of the movement on the azimuth axis in relation to the synchro reading was cal-
culated to be 0.1023◦ with a standard deviation of 0.0544◦. This measure could be improved
by increasing the number of measurements taken.

2. The accuracy of the movement on the elevation axis was calculated to be 0.0193◦ with a
standard deviation of 0.0308◦. This measure could be improved by increasing the number of
measurements taken.

3. The backlash in the azimuth gearing was approximated to be 0.1892◦. This gave an uncertainty
in the synchro reading of 0.1892◦. Thus the total accuracy of the azimuth axis positioning was
calculated to be 0.2915◦ with a standard deviation of 0.0544◦.

4. This approximation for backlash was not very accurate as a lot of opportunities were available
in the testing to introduce human error into the measurement.

5. The use of a non real-time Operating System for the API contributed to the error in the move-
ments as real-time measurements could not always be obtained.

6. The controller implemented only used the current position of the pedestal to control the speed
of movement. Thresholds were also defined according to experimental data which only related
to the exact pedestal configuration used. If the weight of the antenna is changed, the dynamics
of the system will be altered and the controller thresholds would be invalid.

7. The maximum speed of movement for the azimuth axis was not realised due to the azimuth
control hardware not being able to output a 100% duty cycle due to the 3.7V Parallel Port
inputs.
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8. There are many non-linearities in the movement of each axis due to the wear of the gear-
ing systems. Without conducting appropriate tests and deriving a control transfer function,
the dynamics of the system cannot be predicted and a controller with the maximum possible
accuracy and minimum response time cannot be constructed.

9. The overshoot for each speed was averaged over both directions, this posed a problem for the
elevation axis as the weight of the antenna changes the overshoot depending on the current
position. Thus the results for each direction were very different and averaging them gave the
best solution for the controller designed in this project, but limited the response of the system
because undershoot and overshoot occurred often and the fine motor control method had to
recover from this error.
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Recommendations

The following recommendations are made for future work:

1. Use commercial backlash measuring equipment and procedures to obtain a very accurate mea-
surement for the backlash in the gearing systems.

2. Use a real-time Operating System like RTLinux to allow for process priorities and scheduling
algorithms for the system to be set. This will ensure the system receives real-time measure-
ments from the synchros and can perform very accurate control.

3. Increase the resolution (number of bits) of each DAC. This will enable the system to run at
more speeds and thus give better control. A separate Parallel Port for the elevation and azimuth
axes would be best.

4. Use a driver circuit to ensure that the logic HIGH voltage from the Parallel Port enters the
DAC as a 5V signal.

5. Model the movement of the axes using control theory to obtain a transfer function for the
pedestal. This will allow for a controller which uses both speed and position to control the
movement of the axes.
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